# **🔁 What are Loops in JavaScript?**

**Loops** in JavaScript are used to **execute a block of code repeatedly**, either a fixed number of times or until a certain condition is met.

**✅ Why do we use loops?**

* To **avoid repeating code** manually.
* Automate **repetitive tasks** like iterating over data (arrays, objects, etc.).
* Help with **data processing, UI rendering**, etc.

**🔧 Types of Loops in JavaScript**

JavaScript has **5 main types** of loops:

| **Loop Type** | **Best Use** |
| --- | --- |
| for loop | Fixed iterations (e.g., run 10 times) |
| while loop | Run as long as a condition is true |
| do...while loop | Similar to while, but **runs at least once** |
| for...in loop | Iterate over object **properties** |
| for...of loop | Iterate over **iterables** (like arrays, strings, etc.) |

**🧠 1. for loop**

**🔹 Syntax:**

for (initialization; condition; update) {

// code block

}

**🧪 Example:**

for (let i = 1; i <= 5; i++) {

console.log("Hello " + i);

}

**✅ Use When:**

* You know how many times you need to loop.

**🧠 2. while loop**

**🔹 Syntax:**

while (condition) {

// code block

}

**🧪 Example:**

let i = 1;

while (i <= 5) {

console.log("Counting " + i);

i++;

}

**✅ Use When:**

* You don’t know the exact number of iterations.

**🧠 3. do...while loop**

**🔹 Syntax:**

do {

// code block

} while (condition);

**🧪 Example:**

let i = 1;

do {

console.log("Run at least once: " + i);

i++;

} while (i <= 3);

**✅ Use When:**

* You want the code to **run at least once** even if the condition is false initially.

**🧠 4. for...in loop**

**🔹 Syntax:**

for (let key in object) {

// access object[key]

}

**🧪 Example:**

let user = {name: "Rahul", age: 25};

for (let key in user) {

console.log(key + ": " + user[key]);

}

**✅ Use When:**

* You want to **iterate through properties of an object**.

**🧠 5. for...of loop**

**🔹 Syntax:**

for (let value of iterable) {

// access value

}

**🧪 Example:**

let fruits = ["apple", "banana", "mango"];

for (let fruit of fruits) {

console.log(fruit);

}

**✅ Use When:**

* You want to **loop over array values, strings, maps, sets**, etc.

**📌 Real-World Examples**

**🎯 1. Show all products in a shopping cart:**

let cart = ["shoes", "shirt", "watch"];

for (let item of cart) {

console.log("Product: " + item);

}

**🎯 2. Validate user inputs until correct:**

let input;

do {

input = prompt("Enter your age:");

} while (isNaN(input));

**🎯 3. Loop through API response object:**

let response = {

status: "OK",

code: 200,

data: "Success"

};

for (let key in response) {

console.log(`${key}: ${response[key]}`);

}

**🆚 Difference: JavaScript Loops vs Java Loops**

| **Feature** | **JavaScript** | **Java** |
| --- | --- | --- |
| Dynamic Typing | ✅ Yes | ❌ No (strict types) |
| for...of / for...in | ✅ Yes | ❌ No (Java has for-each) |
| Scope | let, const have block scope | Java has method/class level scope |
| Arrays and Objects | Can easily loop over both | Needs special handling for objects |
| Runtime Environment | Browser/Node.js | JVM |

In JavaScript, loops are more **flexible and concise** due to the dynamic nature of the language.

**🛠️ Rules / Best Practices**

* Always avoid **infinite loops** → make sure conditions will eventually fail.
* Prefer for...of over for...in when working with arrays.
* Avoid modifying the array you're looping over.
* Use break to exit early, continue to skip current iteration.

**🧾 Summary**

| **Loop** | **Use Case** |
| --- | --- |
| for | Known count |
| while | Unknown count, condition-based |
| do...while | At least one-time execution |
| for...in | Object properties |
| for...of | Array/string values |

### **Var, Let and Const**

In JavaScript, let, var, and const are used to declare **variables**, but they behave differently in terms of **scope**, **hoisting**, and **mutability**. Here's a breakdown of **why** and **when** to use each:

**🔹 var**

**✅ When to use:**

* For **legacy codebases** (pre-ES6, before 2015).
* When you need **function-scoped** variables and understand the **hoisting** implications.

**❌ Avoid when:**

* Writing modern JavaScript – let or const is preferred.
* You want block-level scope.

**⚙️ Characteristics:**

| **Feature** | **Behavior** |
| --- | --- |
| Scope | Function-scoped |
| Hoisting | Hoisted to top of function/scope, **initialized as undefined** |
| Redeclarable | ✅ Yes (in the same scope) |
| Reassignable | ✅ Yes |

**Example:**

function demo() {

console.log(a); // undefined (due to hoisting)

var a = 10;

console.log(a); // 10

}

**🔹 let**

**✅ When to use:**

* When you need a **block-scoped** variable.
* When the value **needs to change** later.

**❌ Avoid when:**

* You don’t plan to reassign the variable (use const instead).

**⚙️ Characteristics:**

| **Feature** | **Behavior** |
| --- | --- |
| Scope | Block-scoped ({}) |
| Hoisting | Hoisted but **not initialized** (TDZ error if accessed before declaration) |
| Redeclarable | ❌ No (in the same scope) |
| Reassignable | ✅ Yes |

**Example:**

let count = 1;

count = 2; // valid

if (true) {

let count = 5; // separate block scope

console.log(count); // 5

}

console.log(count); // 2

**🔹 const**

**✅ When to use:**

* When you **do not want to reassign** the variable.
* For constants, functions, arrays, objects that don’t need reassignment.

**❌ Avoid when:**

* You need to reassign the variable later.

**⚙️ Characteristics:**

| **Feature** | **Behavior** |
| --- | --- |
| Scope | Block-scoped |
| Hoisting | Hoisted but **not initialized** (TDZ applies) |
| Redeclarable | ❌ No |
| Reassignable | ❌ No |

🔸 However, for objects/arrays: You **can mutate** the contents.

**Example:**

const PI = 3.14;

// PI = 3.14159; // ❌ Error

const user = { name: "Gaurav" };

user.name = "Sonar"; // ✅ Allowed (mutation)

**🧠 Summary: When to Use What?**

| **Keyword** | **Use When…** |
| --- | --- |
| const | Default choice. Use for **values that don’t change** (or won't be reassigned). |
| let | Use when value **will change later**. Preferred over var. |
| var | Only use in **legacy codebases** or if you **understand function scope and hoisting well**. |

**🚀 Best Practices**

* **Use const by default**.
* Switch to let if you know the variable will be reassigned.
* **Avoid var** unless maintaining old code or explicitly needing function scope.

## ✅ JavaScript let, var, and const Cheat Sheet

| **Feature** | **var** | **let** | **const** |
| --- | --- | --- | --- |
| Scope | Function-scoped | Block-scoped | Block-scoped |
| Redeclaration | ✅ Allowed in same scope | ❌ Not allowed | ❌ Not allowed |
| Reassignment | ✅ Allowed | ✅ Allowed | ❌ Not allowed (but object mutation is allowed) |
| Hoisting | ✅ Hoisted (initialized as undefined) | ✅ Hoisted (in TDZ\*) | ✅ Hoisted (in TDZ\*) |
| Default Choice | ❌ Legacy only | ✅ If value changes | ✅ If value won’t change |
| Temporal Dead Zone | ❌ No | ✅ Yes | ✅ Yes |

🧠 TDZ = Temporal Dead Zone: Accessing the variable before it's declared will throw a ReferenceError.

📝 Quick Examples  
  
// var

function exampleVar() {

console.log(a); // undefined

var a = 10;

}

// let

function exampleLet() {

// console.log(b); // ReferenceError

let b = 20;

}

// const

const PI = 3.14;

// PI = 3.14159; // ❌ Error

const arr = [1, 2, 3];

arr.push(4); // ✅ Mutation allowed

**📚 Multiple Choice Quiz (with Answers)**

**Q1. Which of the following is block-scoped?**

A. var  
B. let  
C. const  
D. Both B and C  
  
**✅ Answer: D**

**Q2. What happens if you access a let variable before declaration?**

A. undefined  
B. null  
C. ReferenceError  
D. It works fine  
  
**✅ Answer: C**

**Q3. Which variable declaration is hoisted and initialized with undefined?**

A. var  
B. let  
C. const  
D. None  
  
**✅ Answer: A**

**Q4. Can a const variable be reassigned?**

A. Yes  
B. No  
C. Only in loops  
D. Only if it's a number  
  
**✅ Answer: B**

**Q5. What is the output of the following?**

{

let a = 10;

}

console.log(a);

A. 10  
B. undefined  
C. ReferenceError  
D. null  
  
**✅ Answer: C**

**Q6. Which is the best default variable declaration in modern JavaScript?**

A. var  
B. let  
C. const  
D. int  
  
**✅ Answer: C**

**Q7. Which of the following allows redeclaration in the same scope?**

A. const  
B. let  
C. var  
D. None of the above

**✅ Answer: C**

**Q8. What is the output?**

const obj = { name: "John" };

obj.name = "Doe";

console.log(obj.name);

A. Error  
B. John  
C. Doe  
D. undefined  
  
**✅ Answer: C**

### **🧠 What is Hoisting in JavaScript?**

**Hoisting** is JavaScript's default behavior of **moving declarations to the top of their scope** (either global or function scope) **before code execution**.

This means that **you can use variables and functions before declaring them**, but **how they behave depends on how they're declared** (var, let, const, or function).

**🔍 Key Points About Hoisting**

| **Declaration Type** | **Is Hoisted?** | **Initialized on Hoisting?** | **Accessible Before Declaration?** |
| --- | --- | --- | --- |
| var | ✅ Yes | ✅ Initialized as undefined | ✅ Yes, but value is undefined |
| let / const | ✅ Yes | ❌ Not initialized | ❌ ReferenceError (TDZ\*) |
| function | ✅ Yes | ✅ Fully hoisted | ✅ Yes |
| arrow function (with let/const) | ✅ Yes (as variable) | ❌ Not initialized | ❌ ReferenceError |

🧠 *TDZ = Temporal Dead Zone – the time between hoisting and actual declaration where access throws an error.*

**📘 Example: var Hoisting**

console.log(a); // undefined

var a = 5;

console.log(a); // 5

Internally, JavaScript does this:

var a;

console.log(a); // undefined

a = 5;

console.log(a); // 5

**📘 Example: let and const Hoisting**

console.log(b); // ❌ ReferenceError

let b = 10;

console.log(c); // ❌ ReferenceError

const c = 20;

Even though let and const are hoisted, they **are not initialized**. So accessing them before declaration gives **ReferenceError** due to the **Temporal Dead Zone (TDZ)**.

**📘 Example: Function Hoisting**

greet(); // ✅ Works

function greet() {

console.log("Hello!");

}

Function declarations are fully hoisted **with their body**, so you can call them before they're defined.

**📘 Example: Arrow Function with let (Not Fully Hoisted)**

sayHi(); // ❌ ReferenceError

let sayHi = () => console.log("Hi!");

This behaves like:

let sayHi; // hoisted, but uninitialized → TDZ

sayHi(); // ReferenceError

sayHi = () => console.log("Hi!");  
  
  
**🧪 Quiz Yourself**

**What is the output?**

console.log(x);

var x = 10;

✅ Output: undefined

**What is the output?**

console.log(y);

let y = 20;

❌ Output: ReferenceError

**What is the output?**

foo();

function foo() {

console.log("I am foo");

}

✅ Output: I am foo

**🧱 Part 1: JavaScript Dialog Boxes**

These are **built-in browser functions** used to interact with users through **popup dialogs**.

**1️] Alert Box**

**📌 Purpose:**

To **display a message** to the user — **informational only** (no user input).

**🧪 Syntax:**

alert("This is an alert box!");

**📋 Rules:**

* Only shows an **OK** button.
* Execution **pauses** until the user clicks OK.
* Used mainly for **notifications, warnings**, or **debugging**.

**🎯 Real-World Example:**

if (!isLoggedIn) {

alert("Please login to continue!");

}
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**🛠️ When to Use:**

* Displaying messages like:
  + "Form submitted successfully"
  + "Error: Something went wrong"

**2️] Confirm Box**

**📌 Purpose:**

To **ask the user for confirmation** (Yes/No or OK/Cancel).

**🧪 Syntax:**

let result = confirm("Are you sure you want to delete this file?");

**📋 Rules:**

* Returns true if OK is clicked, false if Cancel is clicked.
* Can be used inside if statements to make decisions.

**🎯 Real-World Example:**

let proceed = confirm("Do you really want to logout?");

if (proceed) {

logout();

} else {

alert("Logout canceled.");

}

![](data:image/png;base64,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)

**🛠️ When to Use:**

* Confirmation before:
  + Deleting something
  + Logging out
  + Navigating away with unsaved changes

**3️] Prompt Box**

**📌 Purpose:**

To **ask the user for input** (like name, number, etc.).

**🧪 Syntax:**

let name = prompt("What is your name?");

**📋 Rules:**

* Returns the input **as a string** (or null if Cancel is clicked).
* Input can be validated with conditionals.

**🎯 Real-World Example:**

let age = prompt("Enter your age:");

if (age >= 18) {

alert("You are eligible!");

} else {

alert("You must be at least 18.");

}
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**🛠️ When to Use:**

* Quick inputs for:
  + Survey questions
  + Verifying email/phone
  + Dynamic greetings

**💡 Why Did These Come into JavaScript?**

* These were introduced early in **browser JavaScript (mid-90s)** for **quick user interaction** before HTML forms or frameworks became popular.
* Still useful for **simple UI tasks** or **demonstrations**, though modern apps now use custom modals.

**🧱 Part 2: JavaScript Methods**

**📌 What is a Method?**

A **method** is a **function associated with an object**.

🔹 In JavaScript, **everything is an object**, so methods can exist on strings, arrays, numbers, etc.

**🔑 Syntax:**

objectName.methodName(arguments)

**🧠 Common Built-in Methods (Grouped by Type)**

**🟠 String Methods**

| **Method** | **Example** | **Output** |
| --- | --- | --- |
| length | "hello".length | 5 |
| toUpperCase() | "hi".toUpperCase() | "HI" |
| includes() | "test".includes("e") | true |
| replace() | "abc".replace("a", "z") | "zbc" |

**🔵 Array Methods**

| **Method** | **Example** | **Output** |
| --- | --- | --- |
| push() | [1, 2].push(3) | Adds 3 |
| pop() | [1, 2].pop() | Removes 2 |
| map() | [1, 2, 3].map(x => x\*2) | [2, 4, 6] |
| filter() | [1,2,3].filter(x => x>1) | [2, 3] |

**🟢 Number Methods**

| **Method** | **Example** | **Output** |
| --- | --- | --- |
| toFixed() | (3.14159).toFixed(2) | "3.14" |
| toString() | (42).toString() | "42" |

**🔴 Math Methods**

| **Method** | **Example** |  |
| --- | --- | --- |
| Math.round(4.7) | → 5 |  |
| Math.random() | → Random value |  |
| Math.max(2, 5, 10) | → 10 |  |

**🎯 Real-World Example: Validate Name Length**

let name = prompt("Enter your name:");

if (name && name.trim().length > 2) {

alert("Welcome " + name.toUpperCase());

} else {

alert("Invalid name!");

}

**🧠 When to Use Methods:**

* Any time you are **working with data types** (Strings, Arrays, etc.)
* Helps make code **clean, readable, and efficient**

**🆚 JavaScript Methods vs Java Methods**

| **Feature** | **JavaScript** | **Java** |
| --- | --- | --- |
| Type | Dynamic | Static (with type declarations) |
| Class Needed? | Not required for built-in types | Must be in a class |
| Flexibility | High | More structured |
| Inheritance | Prototypes | Class-based |

**✅ Summary**

| **Concept** | **Purpose** | **Key Function** |
| --- | --- | --- |
| alert() | Show info | No input, only OK |
| confirm() | Ask user for confirmation | OK / Cancel |
| prompt() | Ask for input | Returns string |
| JS Methods | Work on data types like string, array | map, push, toUpperCase, etc. |

**🌐 What is DOM?**

The **DOM (Document Object Model)** is a **tree-like structure** that represents the HTML elements of a web page. JavaScript allows us to interact with this tree — select elements, change content, add/remove elements, etc.

**📌 Why Do We Need DOM Manipulation?**

DOM manipulation came with early JavaScript to:

* Dynamically **update content** without reloading the page.
* Enable **interactive behavior** (toggle menus, update styles, etc.).
* **React to user actions** like clicks, typing, mouse movement.

**📚 Concept 1: Selecting Elements**

**1️] getElementById()**

**📌 Purpose:**

Select a single element using its **unique ID**.

**🧪 Syntax:**

document.getElementById("myId")

**🎯 Example:**

<p id="greet">Hello</p>

<script>

let element = document.getElementById("greet");

element.style.color = "blue";

</script>

**✅ Use When:**

You know the element has a **unique ID**.

**2️] getElementsByClassName()**

**📌 Purpose:**

Selects **multiple elements** that share the same class.

**🧪 Syntax:**

document.getElementsByClassName("myClass")

**🎯 Example:**

<div class="item">A</div>

<div class="item">B</div>

<script>

let items = document.getElementsByClassName("item");

for (let item of items) {

item.style.fontWeight = "bold";

}

</script>

**✅ Use When:**

You want to style or work with **multiple similar elements**.

**3️] getElementsByTagName()**

**📌 Purpose:**

Selects **all elements** of a specific HTML tag.

**🧪 Syntax:**

document.getElementsByTagName("div")

**🎯 Example:**

<p>Hello</p>

<p>World</p>

<script>

let paragraphs = document.getElementsByTagName("p");

paragraphs[0].style.fontSize = "20px";

</script>

**📚 Concept 2: querySelector() & querySelectorAll()**

**4️] document.querySelector()**

**📌 Purpose:**

Selects the **first element** that matches a **CSS selector**.

**🧪 Syntax:**

document.querySelector("selector")

**🎯 Example:**

<div class="note">Note 1</div>

<div class="note">Note 2</div>

<script>

let note = document.querySelector(".note");

note.style.color = "green"; // Only Note 1

</script>

**✅ Use When:**

You want to apply changes to the **first match** (ID, class, or element).

**5️] document.querySelectorAll()**

**📌 Purpose:**

Selects **all matching elements** using a CSS selector and returns a **NodeList**.

**🧪 Syntax:**

document.querySelectorAll("selector")

**🎯 Example:**

<ul>

<li>Apple</li>

<li>Banana</li>

</ul>

<script>

let items = document.querySelectorAll("li");

items.forEach(item => {

item.style.textTransform = "uppercase";

});

</script>

**✅ Use When:**

You need to **loop through multiple elements** matching a selector.

**📚 Concept 3: Adding Content – append() vs appendChild()**

**6️] appendChild()**

**📌 Purpose:**

Appends a **single node element** as the last child of a parent node.

**🧪 Syntax:**

parent.appendChild(newChildNode)

**🎯 Example:**

<ul id="fruits"></ul>

<script>

let li = document.createElement("li");

li.textContent = "Mango";

document.getElementById("fruits").appendChild(li);

</script>

**✅ Use When:**

You’re adding a **single DOM node** (not text or multiple elements).

**7️] append()**

**📌 Purpose:**

Appends **nodes or strings** (even multiple items).

**🧪 Syntax:**

parent.append("text", childNode)

**🎯 Example:**

let div = document.createElement("div");

div.append("Hello ", document.createElement("span"));

**✅ Use When:**

You want to **append multiple items** or combine **text + elements**.

**🆚 append() vs appendChild()**

| **Feature** | **append()** | **appendChild()** |
| --- | --- | --- |
| Accepts strings | ✅ Yes | ❌ No |
| Accepts multiple args | ✅ Yes | ❌ No (only one node) |
| Returns | undefined | Returns appended node |

**🎯 Real-World Example: Add Item to List on Button Click**

<input type="text" id="taskInput">

<button onclick="addTask()">Add Task</button>

<ul id="taskList"></ul>

<script>

function addTask() {

let task = document.getElementById("taskInput").value;

let li = document.createElement("li");

li.textContent = task;

document.getElementById("taskList").appendChild(li);

}

</script>

**✅ Summary**

| **Concept** | **Purpose** |
| --- | --- |
| getElementById() | Get a single element by ID |
| getElementsByClassName() | Get elements with same class |
| getElementsByTagName() | Get all elements of a tag |
| querySelector() | First match via CSS selector |
| querySelectorAll() | All matches via CSS selector |
| appendChild() | Append one element node |
| append() | Append multiple nodes or text |

**🧠 JavaScript DOM Manipulation Quiz (with Answers)**

**1. What does DOM stand for?**

A. Data Object Model  
B. Document Object Model   
C. Data Oriented Method  
D. Dynamic Output Method

**✔️ Explanation:** DOM stands for *Document Object Model*, which represents the structure of a web page in a way that JavaScript can interact with.

**2. Which of the following is used to select an element by its ID?**

A. document.getElementByClassName()  
B. document.getElementById()   
C. document.querySelectorAll()  
D. document.getElementsByTagName()

**✔️ Explanation:** getElementById() is the correct method for selecting an element using its id attribute.

**3. What does document.querySelectorAll('.item') return?**

A. The first element with class "item"  
B. A NodeList of all elements with class "item"   
C. An array of elements  
D. The last element with class "item"

**✔️ Explanation:** querySelectorAll() returns a **static NodeList** of all matching elements.

**4. True or False:**

append() and appendChild() can be used interchangeably in all cases.

❌ **Answer: False**  
**✔️ Explanation:** appendChild() only accepts nodes, while append() can accept both strings and nodes, making them **not fully interchangeable**.

**5. Which method can select the first <div> on the page?**

A. document.getElementByClassName("div")  
B. document.querySelector("div")   
C. document.querySelectorAll("div")[0]   
D. Both B and C

**✔️ Explanation:** Both querySelector("div") and querySelectorAll("div")[0] return the **first <div>**, but the former is more direct.

**6. What is the difference between append() and appendChild()?**

A. appendChild() can add multiple nodes; append() adds only one  
B. append() can add strings or nodes; appendChild() only nodes   
C. There is no difference  
D. appendChild() is newer than append()

**✔️ Explanation:** append() is more flexible—it can append strings or elements. appendChild() works only with Node objects.

**7. What will this code output?**

const element = document.getElementById("title");

console.log(element.textContent);

A. Prints the ID of the element  
B. Prints the inner HTML  
C. Prints the text content inside the element   
D. Error in console

**✔️ Explanation:** textContent extracts only the text inside the element, without any tags.

**8. Fill in the blank:**

To select all <li> elements with class "menu-item":

const items = document.\_\_\_\_\_\_\_\_\_\_('li.menu-item');

✅ **Answer:** querySelectorAll  
**✔️ Explanation:** The selector 'li.menu-item' uses standard CSS syntax, and querySelectorAll retrieves all matching elements.

**9. What does this code do?**

const p = document.createElement("p");

p.textContent = "Hello World!";

document.body.appendChild(p);

A. Adds "Hello World!" to all <p> elements  
B. Replaces the body content  
C. Creates a new paragraph and adds it to the body   
D. Logs "Hello World!" to console

**✔️ Explanation:** This dynamically creates a new <p> element with content and appends it to the end of the <body>.

**10. True or False:**

document.getElementsByClassName("box") returns an array.

❌ **Answer: False**  
**✔️ Explanation:** It returns an **HTMLCollection**, which is *array-like* but not a real array.

**💡 Project: Live Weather Dashboard**

**✅ Features:**

* City-based weather simulation
* Updates temperature, condition, icon
* Dynamically changes background color based on temperature
* Allows user to change city
* Handles invalid input
* Demonstrates DOM style, content, attribute manipulation

**✅ 1. HTML (weather.html)**

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Live Weather Dashboard</title>

<link rel="stylesheet" href="weather.css">

</head>

<body>

<div class="weather-container">

<h1>🌤️ Weather Dashboard</h1>

<input type="text" id="cityInput" placeholder="Enter city name">

<button id="searchBtn">Search</button>

<div id="weatherCard" class="weather-card hidden">

<h2 id="cityName">City Name</h2>

<p id="temperature">Temp: 0°C</p>

<p id="condition">Condition: Clear</p>

<img id="icon" src="" alt="weather icon" />

</div>

<p id="errorMsg" class="error-msg hidden">City not found. Try again!</p>

</div>

<script src="weather.js"></script>

</body>

</html>

**✅ 2. CSS (weather.css)**

body {

font-family: 'Segoe UI', sans-serif;

background: #dfefff;

margin: 0;

padding: 0;

text-align: center;

}

.weather-container {

margin-top: 50px;

}

input, button {

padding: 10px;

margin: 5px;

font-size: 16px;

}

.weather-card {

border-radius: 8px;

padding: 20px;

display: inline-block;

margin-top: 20px;

background-color: #ffffff;

box-shadow: 0 4px 10px rgba(0,0,0,0.1);

transition: background-color 0.5s ease;

}

img {

width: 80px;

height: 80px;

}

.hidden {

display: none;

}

.error-msg {

color: red;

font-weight: bold;

margin-top: 10px;

}

**✅ 3. JavaScript (weather.js)**

const searchBtn = document.getElementById("searchBtn");

const cityInput = document.getElementById("cityInput");

const weatherCard = document.getElementById("weatherCard");

const cityName = document.getElementById("cityName");

const temperature = document.getElementById("temperature");

const condition = document.getElementById("condition");

const icon = document.getElementById("icon");

const errorMsg = document.getElementById("errorMsg");

// Fake weather data (simulate API)

const weatherData = {

mumbai: { temp: 32, condition: "Sunny", icon: "https://cdn-icons-png.flaticon.com/512/869/869869.png" },

delhi: { temp: 28, condition: "Cloudy", icon: "https://cdn-icons-png.flaticon.com/512/414/414825.png" },

london: { temp: 14, condition: "Rainy", icon: "https://cdn-icons-png.flaticon.com/512/1163/1163624.png" },

newyork: { temp: 9, condition: "Snowy", icon: "https://cdn-icons-png.flaticon.com/512/642/642102.png" }

};

function updateBackground(temp) {

if (temp > 30) {

weatherCard.style.backgroundColor = "#ffe7cc"; // Hot

} else if (temp > 20) {

weatherCard.style.backgroundColor = "#d6f5d6"; // Warm

} else if (temp > 10) {

weatherCard.style.backgroundColor = "#cceeff"; // Cool

} else {

weatherCard.style.backgroundColor = "#e0e0ff"; // Cold

}

}

searchBtn.addEventListener("click", () => {

const city = cityInput.value.toLowerCase().trim();

if (weatherData[city]) {

const data = weatherData[city];

cityName.textContent = city.charAt(0).toUpperCase() + city.slice(1);

temperature.textContent = `Temp: ${data.temp}°C`;

condition.textContent = `Condition: ${data.condition}`;

icon.src = data.icon;

icon.alt = data.condition;

updateBackground(data.temp);

weatherCard.classList.remove("hidden");

errorMsg.classList.add("hidden");

} else {

weatherCard.classList.add("hidden");

errorMsg.classList.remove("hidden");

}

cityInput.value = "";

});

**🔍 JS DOM Manipulation Demonstrated**

| **Feature** | **DOM Methods Used** |
| --- | --- |
| Read user input | input.value |
| Change text dynamically | textContent |
| Show/hide components | classList.add/remove/toggle("hidden") |
| Change image source/alt text | element.src, element.alt |
| Modify styles conditionally | element.style.backgroundColor |
| Handle invalid input | alert or show error with class toggle |
| Dynamically update classes | classList for showing/hiding states |

**🧩 Real-World Assignment: "Dynamic To-Do List Web App"**

**📝 Objective:**

Create a simple web-based **To-Do List** that allows users to:

* Add tasks
* Mark tasks as complete
* Delete tasks
* See total and completed task counts

**✅ Requirements (Mapped to Topics)**

**1. Understanding the DOM & DOM Manipulation**

* Students should explain in comments or a small write-up how the DOM allows them to modify elements in real time.

**2. Selecting and Manipulating Elements**

* Use getElementById, getElementsByClassName, and getElementsByTagName to access:
  + The input box
  + Task list container
  + Buttons

**3. querySelector & querySelectorAll**

* Use querySelector to select a specific button or element with a class.
* Use querySelectorAll to update the task count or apply styles to all completed tasks.

**4. Using append() & appendChild()**

* Dynamically create <li> elements with task details and append them to the <ul> list using appendChild().
* Use append() to optionally add text and buttons together in one step.

**💡 Features to Implement**

* Input field to enter a new task
* “Add Task” button
* Display list of tasks dynamically using JavaScript
* Each task has:
  + Task name
  + “Complete” button to mark the task
  + “Delete” button to remove the task
* Display total number of tasks and how many are completed

**📦 Starter HTML Template (Optional)**

<!DOCTYPE html>

<html>

<head>

<title>To-Do List</title>

</head>

<body>

<h1>My To-Do List</h1>

<input id="taskInput" type="text" placeholder="Enter a new task" />

<button id="addBtn">Add Task</button>

<ul id="taskList"></ul>

<p>Total Tasks: <span id="totalCount">0</span> | Completed: <span id="completedCount">0</span></p>

<script src="todo.js"></script>

</body>

</html>

**📚 Expected Skills Practiced**

* DOM selection and updates
* Adding/removing nodes dynamically
* Event handling
* Understanding of HTML structure through JavaScript

📂 **File: todo.js**

// Selecting elements using different methods

const taskInput = document.getElementById('taskInput');

const addBtn = document.getElementById('addBtn');

const taskList = document.getElementById('taskList');

const totalCountSpan = document.querySelector('#totalCount');

const completedCountSpan = document.querySelector('#completedCount');

let totalCount = 0;

let completedCount = 0;

// Function to update counters

function updateCounts() {

totalCountSpan.textContent = totalCount;

completedCountSpan.textContent = completedCount;

}

// Add task when button is clicked

addBtn.addEventListener('click', () => {

const taskText = taskInput.value.trim();

if (taskText === '') {

alert('Please enter a task!');

return;

}

// Create new list item

const li = document.createElement('li');

// Create task text node

const taskNode = document.createElement('span');

taskNode.textContent = taskText;

taskNode.className = 'task-text';

// Complete button

const completeBtn = document.createElement('button');

completeBtn.textContent = 'Complete';

completeBtn.className = 'complete-btn';

// Delete button

const deleteBtn = document.createElement('button');

deleteBtn.textContent = 'Delete';

deleteBtn.className = 'delete-btn';

// Append buttons and task to list item

li.append(taskNode, completeBtn, deleteBtn);

// Append list item to task list

taskList.appendChild(li);

// Clear input field

taskInput.value = '';

// Update count

totalCount++;

updateCounts();

// Event: Mark task as complete

completeBtn.addEventListener('click', () => {

if (!taskNode.classList.contains('completed')) {

taskNode.style.textDecoration = 'line-through';

taskNode.classList.add('completed');

completedCount++;

} else {

taskNode.style.textDecoration = 'none';

taskNode.classList.remove('completed');

completedCount--;

}

updateCounts();

});

// Event: Delete task

deleteBtn.addEventListener('click', () => {

if (taskNode.classList.contains('completed')) {

completedCount--;

}

taskList.removeChild(li);

totalCount--;

updateCounts();

});

});